The **Collection in Java** is a framework that provides an architecture to store and manipulate the group of objects.

Java Collections can achieve all the operations that you perform on a data such as searching, sorting, insertion, manipulation, and deletion.

What is Collection in Java

A Collection represents a single unit of objects, i.e., a group.

#### What is a framework in Java

* It provides readymade architecture.
* It represents a set of classes and interfaces.
* It is optional.

#### What is Collection framework

The Collection framework represents a unified architecture for storing and manipulating a group of objects. It has:

1. Interfaces and its implementations classes, i.e.,
2. Algorithm-Search,sort

### **Hierarchy of Collection Framework**

Let us see the hierarchy of Collection framework. The **java.util** package contains all the [classes](https://www.javatpoint.com/object-and-class-in-java) and [interfaces](https://www.javatpoint.com/interface-in-java) for the Collection framework.
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Map –Has Map internal working /has set internal working

## **Iterable Interface**

The Iterable interface is the root interface for all the collection classes. The Collection interface extends the Iterable interface and therefore all the subclasses of Collection interface also implement the Iterable interface.

It contains only one abstract method. i.e.,

Iterator<T> iterator()

Public Boolean hasNext(){

}

## **Collection Interface**

The Collection interface is the interface which is implemented by all the classes in the collection framework. It declares the methods that every collection will have. In other words, we can say that the Collection interface builds the foundation on which the collection framework depends.

## **List Interface**

List interface is the child interface of Collection interface. It inhibits a list type data structure in which we can store the ordered collection of objects. It can have duplicate values.

List interface is implemented by the classes ArrayList, LinkedList, Vector, and Stack.

To instantiate the List interface, we must use :

1. List <data-type> list1= **new** ArrayList();
2. List <data-type> list2 = **new** LinkedList();
3. List <data-type> list3 = **new** Vector();
4. List <data-type> list4 = **new** Stack();

There are various methods in List interface that can be used to insert, delete, and access the elements from the list.

List<String> l=new Arraylist();

l.add(“Srinu”);

## **ArrayList**

The ArrayList class implements the List interface. It uses a dynamic array to store the **duplicate element** of **different data types**. The ArrayList class maintains the insertion order and is **non-synchronized**. The elements stored in the ArrayList class can be randomly accessed. Consider the following example. <>

1. **import** java.util.\*;
2. **class** TestJavaCollection1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Ravi");//Adding object in arraylist
6. list.add("Vijay");
7. list.add("Ravi");
8. list.add("Ajay");
9. //Traversing list through Iterator   Iterator itr = list.iterator();
10. Iterator itr=list.iterator();   //looping the elements
11. **while**(itr.hasNext()){
12. System.out.println(itr.next());
13. }
14. }
15. }
16. Ravi

Output: Ravi

Vijay

Ravi

Ajay

## **LinkedList**

LinkedList implements the Collection interface. It uses a doubly linked list internally to store the elements. It can store the duplicate elements. It maintains the insertion order and is not synchronized. In LinkedList, the manipulation is fast because no shifting is required.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection2{
3. **public** **static** **void** main(String args[]){
4. LinkedList<String> al=**new** LinkedList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. Iterator<String> itr=al.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

Output:

Ravi

Vijay

Ravi

Ajay

## **Set Interface**

Set Interface in Java is present in java.util package. It extends the Collection interface. It represents the unordered set of elements which doesn't allow us to store the duplicate items. We can store at most one null value in Set. Set is implemented by HashSet, LinkedHashSet, and TreeSet.

Set can be instantiated as:

1. Set<data-type> s1 = **new** HashSet<data-type>();
2. Set<data-type> s2 = **new** LinkedHashSet<data-type>();
3. Set<data-type> s3 = **new** TreeSet<data-type>();

## **HashSet**

HashSet class implements Set Interface. It represents the collection that uses a hash table for storage. Hashing is used to store the elements in the HashSet. It contains unique items.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection7{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Output:

Vijay

Ravi

Ajay

## **LinkedHashSet**

LinkedHashSet class represents the LinkedList implementation of Set Interface. It extends the HashSet class and implements Set interface. Like HashSet, It also contains unique elements. It maintains the insertion order and permits null elements.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection8{
3. **public** **static** **void** main(String args[]){
4. LinkedHashSet<String> set=**new** LinkedHashSet<String>();
5. set.add("Ravi");
6. set.add("Vijay");
7. set.add("Ravi");
8. set.add("Ajay");
9. Iterator<String> itr=set.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

Output:

Ravi

Vijay

Ajay

## **TreeSet**

Java TreeSet class implements the Set interface that uses a tree for storage. Like HashSet, TreeSet also contains unique elements. However, the access and retrieval time of TreeSet is quite fast. The elements in TreeSet stored in ascending order.

Consider the following example:

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection9{
3. **public** **static** **void** main(String args[]){
4. //Creating and adding elements
5. TreeSet<String> set=**new** TreeSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Output:

Ajay

Ravi

Vijay

### **Java ArrayList Example**

**FileName:** ArrayListExample1.java

1. **import** java.util.\*;
2. **public** **class** ArrayListExample1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Mango");//Adding object in arraylist
6. list.add("Apple");
7. list.add("Banana");
8. list.add("Grapes");
9. //Printing the arraylist object
10. System.out.println(list);
11. }
12. }

### **Iterating ArrayList using Iterator**

Let's see an example to traverse ArrayList elements using the Iterator interface.

**FileName:** ArrayListExample2.java

1. **import** java.util.\*;
2. **public** **class** ArrayListExample2{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Mango");//Adding object in arraylist
6. list.add("Apple");
7. list.add("Banana");
8. list.add("Grapes");
9. //Traversing list through Iterator
10. Iterator itr=list.iterator();//getting the Iterator
11. **while**(itr.hasNext()){//check if iterator has the elements
12. System.out.println(itr.next());//printing the element and move to next
13. }
14. }
15. }

### **Iterating ArrayList using For-each loop**

Let's see an example to traverse the ArrayList elements using the for-each loop

**FileName:** ArrayListExample3.java

1. **import** java.util.\*;
2. **public** **class** ArrayListExample3{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Mango");//Adding object in arraylist
6. list.add("Apple");
7. list.add("Banana");
8. list.add("Grapes");
9. //Traversing list through for-each loop
10. **for**(String fruit:list)
11. System.out.println(fruit);
13. }
14. }

**Output:**

Mango

Apple

Banana

Grapes

### **Get and Set ArrayList**

The get() method returns the element at the specified index, whereas the set() method changes the element.

**FileName:** ArrayListExample4.java

1. **import** java.util.\*;
2. **public** **class** ArrayListExample4{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Mango");
6. al.add("Apple");
7. al.add("Banana");
8. al.add("Grapes");
9. //accessing the element
10. System.out.println("Returning element: "+al.get(1));//it will return the 2nd element, because index starts from 0
11. //changing the element
12. al.set(1,"Dates");
13. //Traversing list
14. **for**(String fruit:al)
15. System.out.println(fruit);
17. }
18. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=ArrayListExample4)

**Output:**

Returning element: Apple

Mango

Dates

Banana

Grapes

### **How to Sort ArrayList**

The java.util package provides a utility class **Collections**, which has the static method sort(). Using the **Collections.sort()** method, we can easily sort the ArrayList.

**FileName:** SortArrayList.java

1. **import** java.util.\*;
2. **class** SortArrayList{
3. **public** **static** **void** main(String args[]){
4. //Creating a list of fruits
5. List<String> list1=**new** ArrayList<String>();
6. list1.add("Mango");
7. list1.add("Apple");
8. list1.add("Banana");
9. list1.add("Grapes");
10. //Sorting the list
11. Collections.sort(list1);
12. //Traversing list through the for-each loop
13. **for**(String fruit:list1)
14. System.out.println(fruit);
16. System.out.println("Sorting numbers...");
17. //Creating a list of numbers
18. List<Integer> list2=**new** ArrayList<Integer>();
19. list2.add(21);
20. list2.add(11);
21. list2.add(51);
22. list2.add(1);
23. //Sorting the list
24. Collections.sort(list2);
25. //Traversing list through the for-each loop
26. **for**(Integer number:list2)
27. System.out.println(number);
28. }
30. }

**Output:**

Apple

Banana

Grapes

Mango

Sorting numbers...

1

11

21

51

# **Java Map Interface**

A map contains values on the basis of key, i.e. key and value pair. Each key and value pair is known as an entry. A Map contains unique keys.

A Map is useful if you have to search, update or delete elements on the basis of a key.

## **Java Map Hierarchy**

There are two interfaces for implementing Map in java: Map and SortedMap, and three classes: HashMap, LinkedHashMap, and TreeMap. The hierarchy of Java Map is given below:

### **Java Map Example: Non-Generic (Old Style)**

1. //Non-generic
2. **import** java.util.\*;
3. **public** **class** MapExample1 {
4. **public** **static** **void** main(String[] args) {
5. Map map=**new** HashMap();
6. //Adding elements to map
7. map.put(1,"Amit");
8. map.put(5,"Rahul");
9. map.put(2,"Jai");
10. map.put(6,"Amit");
11. //Traversing Map
12. Set set=map.entrySet();//Converting to Set so that we can traverse
13. Iterator itr=set.iterator();
14. **while**(itr.hasNext()){
15. //Converting to Map.Entry so that we can get key and value separately
16. Map.Entry entry=(Map.Entry)itr.next();
17. System.out.println(entry.getKey()+" "+entry.getValue());
18. }
19. }
20. }

Output:

1 Amit

2 Jai

5 Rahul

6 Amit

### **Java Map Example: Generic (New Style)**

1. **import** java.util.\*;
2. **class** MapExample2{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. //Elements can traverse in any order
9. **for**(Map.Entry m:map.entrySet()){
10. System.out.println(m.getKey()+" "+m.getValue());
11. }
12. }
13. }

Output:

102 Rahul

100 Amit

101 Vijay

# **Java HashMap**

![Java HashMap class hierarchy](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAADLCAMAAAAx4AO4AAABXFBMVEUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABcKij4zsz/8sy4VFAAAADWtlafhIPlvrxFOTm+npwtJSXTrqz1y8l+aWjuxsS3mJYlHx8NCwt6ZWTatbOkm4MuLCUfGRmKcnFIRDnKqKZeTk0/NTQSDw/Yzaw2LSzs4LyZf35XSEdJPTyCe2i7m5nnwL7fubiih4UYExPDoqCReXdOQUD878m9s5eCbGt1YWBmVVTxyMbqwsDOq6msjo3k2LWRiXODbWxvXFv058PGvJ6ojIqNdXR8dmM7MDDHpKOzlJOxp42fl35TRUTc0a/Pw6WHgGxpXFVRTUFDQDXu4b5gW01ZVUfTyKhwalrct7X4fPE7AAAAJXRSTlMAOxKYuAhaDX8cqAT57sLzehaFRCxPk66hdWdiMdY+Jp7gjOn+4BjUjQAABz1JREFUeNrs1r+LgzAUwPFMHa6WCv0TCo/cXiEpgVYcXDokYwIRLChq/dX+/8M1ut5xXQ5fuXynN354YhLyBn0u1etCWCYv9EIv9MJv80Iv9MJXeg9hNZpknhJzSzAKY07NPBkqkAq7tndDP5ywChuRuUENDydMGk6PDw3AhE7PvLQIhGWeAoDMy/Qp7FvqGi2wLndTI5cXMiU0QCViJ1SXUoJNeQwsOmVSj/yOQKiFAige1gkBbM1ux8MdGC0AoD4wBEJIc2mHApxQmjN1ZcB4DACJaDAIs07fhZ6ERSSM0iU2YSIKk8tJmI7W/TVOGKnpKxcYhJAOrYJZyGuw5dkJqahkJa4VCmF26fQsVBGdUsAO7uCJGILz8Gno2xRmoWScXo3iBhiv86hTcnHhjzEe47j1vPBfC9G8vrzQC73wt7zwvYVLRf6+9cea4C4MQoK7gAYEdWFAkS8xoBT3EsOnEPcSg+2e7reIl7jbrAglq82OYI4S7H2xWy67DcJAFB38GtsIE8IraUJos+L/v7ADkmVXyqJSZWop3JV17uaIKyMfhu9gqOFIxkFMvjITxa/w68ih2OOm/MWQpzckFWbVWA8zr8cZ6OyqM9sM2bn6uiLEdWA3V/NG8mVRpZpqe0+6MhOcNcJ1Up9LJkaD+ikJ43CTSCiuI9Ygv27f8C4M9BYhQYLhA0CfAB6czFoAMxrC90+kozVx/YMpLlfDggwTJRgWpKAACjK0s2dqWTN1cR0zb4hDbXtMvPJrQy5hTVwHFgwBzIdzJuVNiRXo7Ff268V1YJEhBS/9foa8QX0tieFFY9nbJq49C4Zt2Y4GOtHttrI4ue13Qqx5VhU3ENeeeUNQlS5v0+Ja2CN+vrzzT4Y6e8P8X7D5Gx5v7HdI/ivnf1O+2aO71YRhKIDjT3NYSGuSpTWFFNNSWlnVKlg/LhQmbuAD7P1hJ11nYTgQStGL/G9PCL/kPL/w+bfsant5VPcL4TE5oRM6oRPezAmd0AnvTdwxHVwY6ApslHH40/Y0h66bU14sPWjylsYbRCgNqcU/Qs+n0HVzyhmJoSkm/jDCKjyG+z7CZFUCVprzMEKhVvsk/hF+qDSbb+3iE6KVByNC8F9G7K3QOXgHRvQxsrI61SfZTjk7TCvAAnNEYXeM+pFKWb7tLYyyXKhk1ggLgh0EjDTBjPwVXsg4KC/EVuxgZwh2ugpz9dq8NH9FYXeMJnV7XU9hnkVQLd6tkEw5RAWufJ1xkHE4afaIktUXQLCgAqRiHILxWu42qGm3TAMfHxhNuRV2x+j4XAl7XU/hLFF4o7mUKFzYbU3COcRp/VkC1gqXYJMTutHIXuOP267C7/bt7zVtKArgeFrnXBXs1h/QucH6sEBQozEaA4aqBBWrnUKrqw8Dx9q3/v/vO/fEeNJYiMwlvZvnPLSSBv3Q602V+h2V66q6fJoLIZ1W1B69u9tRuNRwrDoIyyV82JpadeHQoG74wqFYRccrU3S11jafC9Va0zDbSxWEdJrYeHjO7S5CvNR48zRfC2/hy8QF9dgX6nB8YQ1+1u3ei0K9M7ov2yik0/6SEJ+BMA48XYqNKzziLcv1ozszA8Ja/7vYDpq+ucpwY+HcGSik04pWHVd5sZNw/mP1aPcNB544fVutDlzbnA2qhlot3xmlsrMWVq5Us9fVdNwp5uTmAWCOJ4Rf6xQ4IKTTcOMZ4u52EQKs51Nd27s8WPCAQ7zatHQwaOURCsGl4QxVcya+z0zvpyj8dtMZoZBOgyWZene3k9Bx7fVy9/AS+2tpqECcWt3+A9wYw670hMa4ormTYcOB1W224Hq++ikKr6c1FYV0Gv4BsDp1Q95XX7BTJH99yMJ9EPL7FDEsZCELtxkW/tP/T+FA5Q+GAxWJhgMVDlTkGPk/isFCFsow/5Vwu+AkeWF0cIKfZqd5RWFKPuGqODnNHymZi4IITkIRiqIcXR5n36XSgRAlSaFfnOROTnKFiwzGEqEIBRKa3Fk+lQ6EKEkK/eJEOcq/z5/hKocjlAOhKlC2AJOk0C9OFOX8uKCgMByh4FPwNJUOhCjJCVGwtn7ModA/FBBi4BMMUZITUkP0JX/+5jMKwxHKQfYQVzkUoiQl9IuTTKqgvM0eiuAkHKFkLj+lxU4JhChJCv3iBHSgLYjgZCNC+ZDCq81miMJ/l2UaFrJQhmEhC2UYFrJQhj7lK/cpLGTh82EhC1m4zbCQhckLKaQovtxI6JqO38NNipTCYJMiqZCalFcSUmdCsYoQLirdNhyKbFKSEFJn4scqIGy2vFvRTUpcQm01wc6EYhVdqwyNUhsORTcp8QupM6FYxetUFgCJblLiX2XqTChWwU4F90t0kxK/kDoTilXARsKIJiV+IXUmFKuQMLpJiV9InQnFKiSMblLiF1JnQrEKCaOblPiF1JlQrELCyCZF3tc2sFMkf/XFwn0Q7v27gI1hIQtZuM2wcF/7lETmN0bvPTJEQmcFAAAAAElFTkSuQmCC)

Java **HashMap** class implements the Map interface which allows us to store key and value pair, where keys should be unique. If you try to insert the duplicate key, it will replace the element of the corresponding key. It is easy to perform operations using the key index like updation, deletion, etc. HashMap class is found in the java.util package.

HashMap in Java is like the legacy Hashtable class, but it is not synchronized. It allows us to store the null elements as well, but there should be only one null key. Since Java 5, it is denoted as HashMap<K,V>, where K stands for key and V for value. It inherits the AbstractMap class and implements the Map interface.

### **Points to remember**

* Java HashMap contains values based on the key.
* Java HashMap contains only unique keys.
* Java HashMap may have one null key and multiple null values.
* Java HashMap is non synchronized.
* Java HashMap maintains no order.
* The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

### **Hierarchy of HashMap class**

As shown in the above figure, HashMap class extends AbstractMap class and implements Map interface.

### **HashMap class declaration**

Let's see the declaration for java.util.HashMap class.

### **Java HashMap Example**

Let's see a simple example of HashMap to store key and value pair.

1. **import** java.util.\*;
2. **public** **class** HashMapExample1{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap
5. map.put(1,"Mango");  //Put elements in Map
6. map.put(2,"Apple");
7. map.put(3,"Banana");
8. map.put(4,"Grapes");
10. System.out.println("Iterating Hashmap...");
11. **for**(Map.Entry m : map.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

**[Test it Now](https://www.javatpoint.com/opr/test.jsp?filename=HashMapExample1" \t "_blank)**

Iterating Hashmap...

1 Mango

2 Apple

3 Banana

4 Grapes

In this example, we are storing Integer as the key and String as the value, so we are using HashMap<Integer,String> as the type. The put() method inserts the elements in the map.

To get the key and value elements, we should call the getKey() and getValue() methods. The Map.Entry interface contains the getKey() and getValue() methods. But, we should call the entrySet() method of Map interface to get the instance of Map.Entry.

### **No Duplicate Key on HashMap**

You cannot store duplicate keys in HashMap. However, if you try to store duplicate key with another value, it will replace the value.

1. **import** java.util.\*;
2. **public** **class** HashMapExample2{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap
5. map.put(1,"Mango");  //Put elements in Map
6. map.put(2,"Apple");
7. map.put(3,"Banana");
8. map.put(1,"Grapes"); //trying duplicate key
10. System.out.println("Iterating Hashmap...");
11. **for**(Map.Entry m : map.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

**[Test it Now](https://www.javatpoint.com/opr/test.jsp?filename=HashMapExample2" \t "_blank)**

Iterating Hashmap...

1 Grapes

2 Apple

3 Banana

### **Java HashMap example to add() elements**

Here, we see different ways to insert elements.

1. **import** java.util.\*;
2. **class** HashMap1{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> hm=**new** HashMap<Integer,String>();
5. System.out.println("Initial list of elements: "+hm);
6. hm.put(100,"Amit");
7. hm.put(101,"Vijay");
8. hm.put(102,"Rahul");
10. System.out.println("After invoking put() method ");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
15. hm.putIfAbsent(103, "Gaurav");
16. System.out.println("After invoking putIfAbsent() method ");
17. **for**(Map.Entry m:hm.entrySet()){
18. System.out.println(m.getKey()+" "+m.getValue());
19. }
20. HashMap<Integer,String> map=**new** HashMap<Integer,String>();
21. map.put(104,"Ravi");
22. map.putAll(hm);
23. System.out.println("After invoking putAll() method ");
24. **for**(Map.Entry m:map.entrySet()){
25. System.out.println(m.getKey()+" "+m.getValue());
26. }
27. }
28. }

Initial list of elements: {}

After invoking put() method

100 Amit

101 Vijay

102 Rahul

After invoking putIfAbsent() method

100 Amit

101 Vijay

102 Rahul

103 Gaurav

After invoking putAll() method

100 Amit

101 Vijay

102 Rahul

103 Gaurav

104 Ravi

### **Java HashMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** HashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

**[Test it Now](https://www.javatpoint.com/opr/test.jsp?filename=MapExample" \t "_blank)**

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications and Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

1. Vijay
2. Ravi
3. Ajay

# **[Java Queue Interface](https://www.javatpoint.com/collections-in-java)**

[The interface Queue is available in the java.util package and does extend the Collection interface. It is used to keep the elements that are processed in the First In First Out (FIFO) manner. It is an ordered list of objects, where insertion of elements occurs at the end of the list, and removal of elements occur at the beginning of the list.](https://www.javatpoint.com/collections-in-java)

[Being an interface, the queue requires, for the declaration, a concrete class, and the most common classes are the LinkedList and PriorityQueue in Java. Implementations done by these classes are not thread safe. If it is required to have a thread safe implementation, PriorityBlockingQueue is an available option.](https://www.javatpoint.com/collections-in-java)

## **[Features of a Queue](https://www.javatpoint.com/collections-in-java)**

[The following are some important features of a queue.](https://www.javatpoint.com/collections-in-java)

* [As discussed earlier, FIFO concept is used for insertion and deletion of elements from a queue.](https://www.javatpoint.com/collections-in-java)
* [The Java Queue provides support for all of the methods of the Collection interface including deletion, insertion, etc.](https://www.javatpoint.com/collections-in-java)
* [PriorityQueue, ArrayBlockingQueue and LinkedList are the implementations that are used most frequently.](https://www.javatpoint.com/collections-in-java)
* [The NullPointerException is raised, if any null operation is done on the BlockingQueues.](https://www.javatpoint.com/collections-in-java)
* [Those Queues that are present in the util package are known as Unbounded Queues.](https://www.javatpoint.com/collections-in-java)
* [Those Queues that are present in the util.concurrent package are known as bounded Queues.](https://www.javatpoint.com/collections-in-java)
* [All Queues barring the Deques facilitates removal and insertion at the head and tail of the queue; respectively. In fact, deques support element insertion and removal at both ends.](https://www.javatpoint.com/collections-in-java)

## **[PriorityQueue Class](https://www.javatpoint.com/collections-in-java)**

[PriorityQueue is also class that is defined in the collection framework that gives us a way for processing the objects on the basis of priority. It is already described that the insertion and deletion of objects follows FIFO pattern in the Java queue. However, sometimes the elements of the queue are needed to be processed according to the priority, that's where a PriorityQueue comes into action.](https://www.javatpoint.com/collections-in-java)

### **[PriorityQueue Class Declaration](https://www.javatpoint.com/collections-in-java)**

[Let's see the declaration for java.util.PriorityQueue class.](https://www.javatpoint.com/collections-in-java)

1. **[public](https://www.javatpoint.com/collections-in-java)****[class](https://www.javatpoint.com/collections-in-java)**[PriorityQueue<E>](https://www.javatpoint.com/collections-in-java)**[extends](https://www.javatpoint.com/collections-in-java)**[AbstractQueue<E>](https://www.javatpoint.com/collections-in-java)**[implements](https://www.javatpoint.com/collections-in-java)**[Serializable](https://www.javatpoint.com/collections-in-java)

### **[Java PriorityQueue Example](https://www.javatpoint.com/collections-in-java)**

**[FileName:](https://www.javatpoint.com/collections-in-java)**[TestCollection12.java](https://www.javatpoint.com/collections-in-java)

1. **[import](https://www.javatpoint.com/collections-in-java)**[java.util.\*;](https://www.javatpoint.com/collections-in-java)
2. **[class](https://www.javatpoint.com/collections-in-java)**[TestCollection12{](https://www.javatpoint.com/collections-in-java)
3. **[public](https://www.javatpoint.com/collections-in-java)****[static](https://www.javatpoint.com/collections-in-java)****[void](https://www.javatpoint.com/collections-in-java)**[main(String args[]){](https://www.javatpoint.com/collections-in-java)
4. [PriorityQueue<String> queue=](https://www.javatpoint.com/collections-in-java)**[new](https://www.javatpoint.com/collections-in-java)**[PriorityQueue<String>();](https://www.javatpoint.com/collections-in-java)
5. [queue.add("Amit");](https://www.javatpoint.com/collections-in-java)
6. [queue.add("Vijay");](https://www.javatpoint.com/collections-in-java)
7. [queue.add("Karan");](https://www.javatpoint.com/collections-in-java)
8. [queue.add("Jai");](https://www.javatpoint.com/collections-in-java)
9. [queue.add("Rahul");](https://www.javatpoint.com/collections-in-java)
10. [System.out.println("head:"+queue.element());](https://www.javatpoint.com/collections-in-java)
11. [System.out.println("head:"+queue.peek());](https://www.javatpoint.com/collections-in-java)
12. [System.out.println("iterating the queue elements:");](https://www.javatpoint.com/collections-in-java)
13. [Iterator itr=queue.iterator();](https://www.javatpoint.com/collections-in-java)
14. **[while](https://www.javatpoint.com/collections-in-java)**[(itr.hasNext()){](https://www.javatpoint.com/collections-in-java)
15. [System.out.println(itr.next());](https://www.javatpoint.com/collections-in-java)
16. [}](https://www.javatpoint.com/collections-in-java)
17. [queue.remove();](https://www.javatpoint.com/collections-in-java)
18. [queue.poll();](https://www.javatpoint.com/collections-in-java)
19. [System.out.println("after removing two elements:");](https://www.javatpoint.com/collections-in-java)
20. [Iterator<String> itr2=queue.iterator();](https://www.javatpoint.com/collections-in-java)
21. **[while](https://www.javatpoint.com/collections-in-java)**[(itr2.hasNext()){](https://www.javatpoint.com/collections-in-java)
22. [System.out.println(itr2.next());](https://www.javatpoint.com/collections-in-java)
23. [}](https://www.javatpoint.com/collections-in-java)
24. [}](https://www.javatpoint.com/collections-in-java)
25. [}](https://www.javatpoint.com/collections-in-java)

[**[Test it Now](https://www.javatpoint.com/collections-in-java)**](https://www.javatpoint.com/opr/test.jsp?filename=TestCollection12)

**[Output:](https://www.javatpoint.com/collections-in-java)**

[head:Amit](https://www.javatpoint.com/collections-in-java)

[head:Amit](https://www.javatpoint.com/collections-in-java)

[iterating the queue elements:](https://www.javatpoint.com/collections-in-java)

[Amit](https://www.javatpoint.com/collections-in-java)

[Jai](https://www.javatpoint.com/collections-in-java)

[Karan](https://www.javatpoint.com/collections-in-java)

[Vijay](https://www.javatpoint.com/collections-in-java)

[Rahul](https://www.javatpoint.com/collections-in-java)

[after removing two elements:](https://www.javatpoint.com/collections-in-java)

[Karan](https://www.javatpoint.com/collections-in-java)

[Rahul](https://www.javatpoint.com/collections-in-java)

[Vijay](https://www.javatpoint.com/collections-in-java)

# **Java Deque Interface**

The interface called Deque is present in java.util package. It is the subtype of the interface queue. The Deque supports the addition as well as the removal of elements from both ends of the data structure. Therefore, a deque can be used as a stack or a queue. We know that the stack supports the Last In First Out (LIFO) operation, and the operation First In First Out is supported by a queue. As a deque supports both, either of the mentioned operations can be performed on it. Deque is an acronym for **"double ended queue".**

## **ArrayDeque class**

We know that it is not possible to create an object of an interface in Java. Therefore, for instantiation, we need a class that implements the Deque interface, and that class is ArrayDeque. It grows and shrinks as per usage. It also inherits the AbstractCollection class.

The important points about ArrayDeque class are:

* Unlike Queue, we can add or remove elements from both sides.
* Null elements are not allowed in the ArrayDeque.
* ArrayDeque is not thread safe, in the absence of external synchronization.
* ArrayDeque has no capacity restrictions.

## **Java ArrayDeque Example**

**FileName:** ArrayDequeExample.java

1. **import** java.util.\*;
2. **public** **class** ArrayDequeExample {
3. **public** **static** **void** main(String[] args) {
4. //Creating Deque and adding elements
5. Deque<String> deque = **new** ArrayDeque<String>();
6. deque.add("Ravi");
7. deque.add("Vijay");
8. deque.add("Ajay");
9. //Traversing elements
10. **for** (String str : deque) {
11. System.out.println(str);
12. }
13. }
14. }

**Output:**

Ravi

Vijay

Ajay

## **Java ArrayDeque Example: offerFirst() and pollLast()**

**FileName:** DequeExample.java

1. **import** java.util.\*;
2. **public** **class** DequeExample {
3. **public** **static** **void** main(String[] args) {
4. Deque<String> deque=**new** ArrayDeque<String>();
5. deque.offer("arvind");
6. deque.offer("vimal");
7. deque.add("mukul");
8. deque.offerFirst("jai");
9. System.out.println("After offerFirst Traversal...");
10. **for**(String s:deque){
11. System.out.println(s);
12. }
13. //deque.poll();
14. //deque.pollFirst();//it is same as poll()
15. deque.pollLast();
16. System.out.println("After pollLast() Traversal...");
17. **for**(String s:deque){
18. System.out.println(s);
19. }
20. }
21. }

**Output:**

After offerFirst Traversal...

jai

arvind

vimal

mukul

After pollLast() Traversal...

jai

arvind

vimal

collection vs collections

framework means interface and class

list – array list and linked list and set

Iterstor methods – Integers and strings